**JAVA STDIN AND STDOUT**

***Most HackerRank challenges require you to read input from [stdin](https://en.wikipedia.org/wiki/Standard_streams" \l "Standard_input_.28stdin.29) (standard input) and write output to [stdout](https://en.wikipedia.org/wiki/Standard_streams" \l "Standard_output_.28stdout.29) (standard output).***

***One popular way to read input from stdin is by using the***[***Scanner class***](https://docs.oracle.com/javase/8/docs/api/java/util/Scanner.html)***and specifying the Input Stream as System.in.***

***For example:***

***Scanner scanner = new Scanner(System.in);***

***String myString = scanner.next();***

***int myInt = scanner.nextInt();***

***scanner.close();***

***System.out.println("myString is: " + myString);***

***System.out.println("myInt is: " + myInt);***

***The code above creates a Scanner object named scanner  and uses it to read a String and an int. It then closes the Scanner object because there is no more input to read, and prints to stdout using System.out.println(String). So,***

**if our input is:**

***Hi 5***

**Our code will print:**

***myString is: Hi***

***myInt is: 5***

***Alternatively, you can use the [BufferedReader class](https://docs.oracle.com/javase/8/docs/api/java/io/BufferedReader.html).***

**Task: *In this challenge, you must read 3  integers from stdin and then print them to stdout. Each integer must be printed on a new line. To make the problem a little easier, a portion of the code is provided for you in the editor below.***

**Input Format:**

***There are 3  lines of input, and each line contains a single integer.***

**Sample Input:**

***42***

***100***

***125***

**Sample Output:**

***42***

***100***

***125***

**CODE:**

import java.util.\*;

public class Solution {

public static void main(String[] args) {

Scanner scan = new Scanner(System.in);

int a = scan.nextInt();

int b = scan.nextInt();

int c = scan.nextInt();

System.out.println(a);

System.out.println(b);

System.out.println(c);

}

}

**JAVA IF-ELSE**

***In this challenge, we test your knowledge of using if-else conditional statements to automate decision-making processes. An if-else statement has the following logical flow:***
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***Source:***[***Wikipedia***](https://en.wikipedia.org/wiki/Conditional_%28computer_programming%29)

**Task: *Given an integer, ,n perform the following conditional actions:***

* ***If n is odd, print Weird***
* ***If  n is even and in the inclusive range of 2  to 5 , print Not Weird***
* ***If n  is even and in the inclusive range of  6 to 20 , print Weird***
* ***If n  is even and greater than  20, print Not Weird***

***Complete the stub code provided in your editor to print whether or not n  is weird.***

**Input Format:**

***A single line containing a positive integer n, .***

***Constraints***

* ***1<= n <= 100***

**Output Format:**

***Print Weird if the number is weird; otherwise, print Not Weird.***

***Sample Input 0***

***3***

***Sample Output 0***

***Weird***

***Sample Input 1***

***24***

***Sample Output 1***

***Not Weird***

**Explanation:**

***Sample Case 0:  n=3  
 n  is odd and odd numbers are weird, so we print Weird.***

***Sample Case 1:  n=24  
 n > 20 and n   is even, so it isn't weird. Thus, we print Not Weird.***

**CODE:**

import java.io.\*;

import java.math.\*;

import java.security.\*;

import java.text.\*;

import java.util.\*;

import java.util.concurrent.\*;

import java.util.regex.\*;

public class solution {

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

int n = sc.nextInt();

String ans="";

if(n%2==1){

ans="Weird";

}

else{

if(n>= 6 && n <= 20)

{

ans="Weird";

}

else

{

ans="Not Weird";

}

}

System.out.println(ans);

}

}

**JAVA STDIN AND STDOUT II**

***In this challenge, you must read an integer, a double, and a String from stdin, then print the values according to the instructions in the Output Format section below. To make the problem a little easier, a portion of the code is provided for you in the editor.***

***Note: We recommend completing***[***Java Stdin and Stdout I***](https://www.hackerrank.com/challenges/java-stdin-and-stdout-1)***before attempting this challenge.***

**Input Format:**

***There are three lines of input:***

1. ***The first line contains an integer.***
2. ***The second line contains a double.***
3. ***The third line contains a String.***

**Output Format:**

***There are three lines of output:***

1. ***On the first line, print String: followed by the unaltered String read from stdin.***
2. ***On the second line, print Double: followed by the unaltered double read from stdin.***
3. ***On the third line, print Int: followed by the unaltered integer read from stdin.***

***To make the problem easier, a portion of the code is already provided in the editor.***

**Note*: If you use the nextLine() method immediately following the nextInt() method, recall that nextInt() reads integer tokens; because of this, the last newline character for that line of integer input is still queued in the input buffer and the next nextLine() will be reading the remainder of the integer line (which is empty).***

**Sample Input:**

***42***

***3.1415***

***Welcome to HackerRank's Java tutorials!***

**Sample Output:**

***String: Welcome to HackerRank's Java tutorials!***

***Double: 3.1415***

***Int: 42***

**CODE:**

import java.util.Scanner;

public class Solution {

public static void main(String[] args) {

Scanner scan = new Scanner(System.in);

int i = scan.nextInt();

Double d = scan.nextDouble();

scan.nextLine();

String s = scan.nextLine();

System.out.println("String: " + s);

System.out.println("Double: " + d);

System.out.println("Int: " + i);

}

}

**JAVA OUTPUT FORMATING**

***Java's*System.out.printf*function can be used to print formatted output. The purpose of this exercise is to test your understanding of formatting output using*printf*.***

***To get you started, a portion of the solution is provided for you in the editor; you must format and print the input to complete the solution.***

**Input Format:**

***Every line of input will contain a*String*followed by an*integer*.  
Each*String*will have a maximum of  10 alphabetic characters, and each*integer*will be in the inclusive range from  0 to 999.***

**Output Format:**

***In each line of output there should be two columns:  
The first column contains the*String*and is left justified using exactly 15  characters.  
The second column contains the*integer*, expressed in exactly 3  digits; if the original input has less than three digits, you must pad your output's leading digits with zeroes.***

**Sample Input:**

***java 100***

***cpp 65***

***python 50***

**Sample Output:**

***================================***

***java 100***

***cpp 065***

***python 050***

***================================***

**Explanation:**

***Each*String*is left-justified with trailing whitespace through the first 15  characters. The leading digit of the*integer*is the  16th character, and each*integer*that was less than 3  digits now has leading zeroes.***

**CODE:**

import java.util.Scanner;

public class Solution {

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

System.out.println("================================");

for(int i=0;i<3;i++)

{

String s1=sc.next();

int x=sc.nextInt();

System.out.printf("%-15s%03d\n",s1,x);

}

System.out.println("================================");

}

}

**JAVA LOOPS I**

**Objective:** *In this challenge, we're going to use loops to help us do some simple math.*

*Task: Given an integer,N , print its first 10 multiples. Each multiple  (where 1<=i<=10 ) should be printed on a new line in the form: N x i = result.*

**Input Format:**

*A single integer, .*

**Constraints:**

* *2<=N<=20*

**Output Format:**

*Print  10 lines of output; each line  (where 1<=i<=10  ) contains the  of  in the form:  
N x i = result.*

**Sample Input:**

*2*

**Sample Output:**

*2 x 1 = 2*

*2 x 2 = 4*

*2 x 3 = 6*

*2 x 4 = 8*

*2 x 5 = 10*

*2 x 6 = 12*

*2 x 7 = 14*

*2 x 8 = 16*

*2 x 9 = 18*

*2 x 10 = 20*

**CODE:**

import java.io.\*;

import java.math.\*;

import java.security.\*;

import java.text.\*;

import java.util.\*;

import java.util.concurrent.\*;

import java.util.regex.\*;

public class Solution {

public static void main(String[] args) throws IOException {

BufferedReader bufferedReader = new BufferedReader(new InputStreamReader(System.in));

int N = Integer.parseInt(bufferedReader.readLine().trim());

for(int i=1; i<=10; i++)

{

int res=N\*i;

System.out.println(N+" x "+i+" = "+res);

}

bufferedReader.close();}

}

**JAVA LOOPS II**

***We use the integers , , and  to create the following series:***

***(a+2^0.b), (a+2^0.b+2^1.b),...,(a+2^0.b+2^1.b+...+2^n-1.b)***

***You are given q  queries in the form of a ,b , and n. For each query, print the series corresponding to the given  a, b, and n  values as a single line of  n space-separated integers*.**

**Input Format:**

***The first line contains an integer,q , denoting the number of queries.  
Each line i of the q  subsequent lines contains three space-separated integers describing the respective ai ,bi , and  ni values for that query.***

**Constraints:**

* ***0<=q<=500***
* ***0<=a,b<=50***
* ***1<=n<=15***

**Output Format:**

***For each query, print the corresponding series on a new line. Each series must be printed in order as a single line of  n space-separated integers.***

**Sample Input:**

***2***

***0 2 10***

***5 3 5***

**Sample Output:**

***2 6 14 30 62 126 254 510 1022 2046***

***8 14 26 50 98***

**Explanation:**

***We have two queries:***

1. ***We use a=0,b=2 , and n=10  to produce some series s0;s1,….sn-1:***
   * ***S0=0+1.2=2***
   * ***S1=0+1.2+2.2=6***
   * ***S2=0+1.2+2.2+4.2=14***

***... and so on.***

***Once we hit  n=10, we print the first ten terms as a single line of space-separated integers.***

1. ***We use a=5 ,b=3 , and n=5  to produce some series  s0;s1,….sn-1:***
   * ***S0=5+1.3=8***
   * ***S1=5+1.3+2.3=14***
   * ***S2=5+1.3+2.3+4.3=26***
   * ***S3=5+1.3+2.3+4.3+8.3=30***
   * ***S4=5+1.3+2.3+4.3+8.3+16.3=96***

***We then print each element of our series as a single line of space-separated values.***

**CODE:**

import java.util.\*;

import java.io.\*;

class Solution{

public static void main(String []argh){

Scanner in = new Scanner(System.in);

int t=in.nextInt();

for(int i=0;i<t;i++){

int a = in.nextInt();

int b = in.nextInt();

int n = in.nextInt();

for(int j=0;j<n;j++)

{

a=a+((int)Math.pow(2,j)\*b);

System.out.print(a+" ");

}

System.out.println();

}

in.close();

}

}

**JAVA DATATYPES**

***Java has 8 primitive data types;*char, boolean, byte, short, int, long, float, and double*. For this exercise, we'll work with the primitives used to hold integer values (*byte, short, int,*and*long*):***

* ***A*byte*is an 8-bit signed integer.***
* ***A*short*is a 16-bit signed integer.***
* ***An*int*is a 32-bit signed integer.***
* ***A*long*is a 64-bit signed integer.***

***Given an input integer , you must determine which primitive data types are capable of properly storing that input.***

***To get you started, a portion of the solution is provided for you in the editor.***

***Reference:***[***https://docs.oracle.com/javase/tutorial/java/nutsandbolts/datatypes.html***](https://docs.oracle.com/javase/tutorial/java/nutsandbolts/datatypes.html)

**Input Format:**

***The first line contains an integer,T , denoting the number of test cases.  
Each test case,T , is comprised of a single line with an integer,n , which can be arbitrarily large or small.***

**Output Format:**

***For each input variable n  and appropriate primitive datatype , you must determine if the given primitives are capable of storing it. If yes, then print:***

***n can be fitted in:***

***\* dataType***

***If there is more than one appropriate data type, print each one on its own line and order them by size (i.e.: byte<short<int<long).***

***If the number cannot be stored in one of the four aforementioned primitives, print the line:***

***n can't be fitted anywhere.***

**Sample Input:**

***5***

***-150***

***150000***

***1500000000***

***213333333333333333333333333333333333***

***-100000000000000***

**Sample Output:**

***-150 can be fitted in:***

***\* short***

***\* int***

***\* long***

***150000 can be fitted in:***

***\* int***

***\* long***

***1500000000 can be fitted in:***

***\* int***

***\* long***

***213333333333333333333333333333333333 can't be fitted anywhere.***

***-100000000000000 can be fitted in:***

***\* long***

**Explanation:**

***-15  can be stored in a*short*, an*int*, or a*long*.***

***213333333333333333333333333333333333 is very large and is outside of the allowable range of values for the primitive data types discussed in this problem.***

**CODE:**

import java.util.\*;

import java.io.\*;

class Solution{

public static void main(String []argh)

{

Scanner sc = new Scanner(System.in);

int t=sc.nextInt();

for(int i=0;i<t;i++)

{

try

{

long x=sc.nextLong();

System.out.println(x+" can be fitted in:");

if(x>=Byte.MIN\_VALUE && x<=Byte.MAX\_VALUE)System.out.println("\* byte");

//Complete the code

if(x>=Short.MIN\_VALUE && x<=Short.MAX\_VALUE)System.out.println("\* short");

if(x>=Integer.MIN\_VALUE && x<=Integer.MAX\_VALUE)System.out.println("\* int");

if(x>=Long.MIN\_VALUE&& x<=Long.MAX\_VALUE);

System.out.println("\* long");

}

catch(Exception e)

{

System.out.println(sc.next()+" can't be fitted anywhere.");

}

}

}

}

**JAVA END-OF-FILE**

***The challenge here is to read n lines of input until you reach*EOF*, then number and print all n  lines of content.***

***Hint: Java's*Scanner.hasNext()*method is helpful for this problem.***

**Input Format:**

***Read some unknown n  lines of input from*stdin(System.in)*until you reach*EOF*; each line of input contains a non-empty*String*.***

**Output Format:**

***For each line, print the line number, followed by a single space, and then the line content received as input.***

**Sample Input:**

***Hello world***

***I am a file***

***Read me until end-of-file.***

**Sample Output:**

***1 Hello world***

***2 I am a file***

***3 Read me until end-of-file.***

**CODE:**

import java.io.\*;

import java.util.\*;

public class Solution {

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

int i=1;

while(sc.hasNext())

{

System.out.println(i++ +" "+sc.nextLine());

}

}

}

**JAVA STATIC INITIALIZATION BLOCK**

***Static initialization blocks are executed when the class is loaded, and you can initialize static variables in those blocks.***

***It's time to test your knowledge of*Static initialization blocks*.***

***You are given a class*Solution*with a*main*method. Complete the given code so that it outputs the area of a parallelogram with breadth  B and height H. You should read the variables from the standard input.***

***If  B<=0 or H<=0  , the output should be*"java.lang.Exception: Breadth and height must be positive"*without quotes.***

**Input Format:**

***There are two lines of input. The first line contains B : the breadth of the parallelogram. The next line contains H : the height of the parallelogram.***

**Constraints:**

* ***100<=B<=100***
* ***100<=H<=100***

**Output Format:**

***If both values are greater than zero, then the*main*method must output the area of the*parallelogram*. Otherwise, print*"java.lang.Exception: Breadth and height must be positive"*without quotes.***

**Sample input 1:**

***1***

***3***

**Sample output 1:**

***3***

**Sample input 2:**

***-1***

***2***

**Sample output 2:**

***java.lang.Exception: Breadth and height must be positive***

**CODE:**

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

static int B,H;

static boolean flag=true;

static

{

Scanner sc=new Scanner(System.in);

B=sc.nextInt();

H=sc.nextInt();

try

{

if(B<=0 || H<=0)

{

throw new Exception("Breadth and height must be positive");

}

}

catch(Exception e)

{

System.out.println(e);

System.exit(0);

}

}

public static void main(String[] args){

        if(flag){

            int area=B\*H;

            System.out.print(area);

        }

    }//end of main

}//end of class

**JAVA INT TO STRING**

***You are given an integer n , you have to convert it into a string.***

***Please complete the partially completed code in the editor. If your code successfully converts  n into a string s  the code will print "*Good job*". Otherwise it will print "*Wrong answer*".***

***n can range between -100 to 100  inclusive.***

**Sample Input 0:**

***100***

**Sample Output 0:**

***Good job***

**CODE:**

import java.util.\*;

import java.security.\*;

public class Solution {

 public static void main(String[] args) {

  DoNotTerminate.forbidExit();

  try {

   Scanner in = new Scanner(System.in);

   int n = in .nextInt();

   in.close();

   String s=Integer.toString(n);

   if (n == Integer.parseInt(s)) {

    System.out.println("Good job");

   } else {

    System.out.println("Wrong answer.");

   }

  } catch (DoNotTerminate.ExitTrappedException e) {

   System.out.println("Unsuccessful Termination!!");

  }

 }

}

//The following class will prevent you from terminating the code using exit(0)!

class DoNotTerminate {

 public static class ExitTrappedException extends SecurityException {

  private static final long serialVersionUID = 1;

 }

 public static void forbidExit() {

  final SecurityManager securityManager = new SecurityManager() {

   @Override

   public void checkPermission(Permission permission) {

    if (permission.getName().contains("exitVM")) {

     throw new ExitTrappedException();

    }

   }

  };

  System.setSecurityManager(securityManager);

 }

}

**JAVA DATE AND TIME**

***The***[***Calendar class***](https://docs.oracle.com/javase/7/docs/api/java/util/Calendar.html)***is an abstract class that provides methods for converting between a specific instant in time and a set of calendar fields such as YEAR, MONTH, DAY\_OF\_MONTH, HOUR, and so on, and for manipulating the calendar fields, such as getting the date of the next week.***

***You are given a date. You just need to write the method, getday, which returns the*day*on that date. To simplify your task, we have provided a portion of the code in the editor.***

**Example:**

***Month=8***

***Day=14***

***Year=2017  
The method should return MONDAY  as the day on that date.***
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***Function Description***

***Complete the*findDay*function in the editor below.***

**findDay*has the following parameters:***

* **int:*month***
* **int:*day***
* **int:*year***

***Returns***

* **string:*the day of the week in capital letters***

**Input Format:**

***A single line of input containing the space separated month, day and year, respectively, in MM DD YYYY   format.***

**Constraints:**

* ***2000<year<3000***

**Sample Input:**

***08 05 2015***

**Sample Output:**

***WEDNESDAY***

**Explanation:**

***The day on August 5 th 2015 was WEDNESDAY.***

**CODE:**

import java.io.\*;

import java.math.\*;

import java.security.\*;

import java.text.\*;

import java.util.\*;

import java.util.concurrent.\*;

import java.util.regex.\*;

 public static String findDay(int month, int day, int year) {

    String[] Day={"SUNDAY","MONDAY","TUESDAY","WEDNESDAY","THRUSDAY","FRIDAY","SATERDAY"};

        Calendar cal=Calendar.getInstance();

        cal.set(year,month-1,day);

        //System.out.print(cal.get(cal.DAY\_OF\_WEEK));

        int a=cal.get(Calendar.DAY\_OF\_WEEK) ;

    return  Day[a-1];

    }

}

public class Solution {

    public static void main(String[] args) throws IOException {

        BufferedReader bufferedReader = new BufferedReader(new InputStreamReader(System.in));

        BufferedWriter bufferedWriter = new BufferedWriter(new FileWriter(System.getenv("OUTPUT\_PATH")));

        String[] firstMultipleInput = bufferedReader.readLine().replaceAll("\\s+$", "").split(" ");

        int month = Integer.parseInt(firstMultipleInput[0]);

        int day = Integer.parseInt(firstMultipleInput[1]);

        int year = Integer.parseInt(firstMultipleInput[2]);

        String res = Result.findDay(month, day, year);

        bufferedWriter.write(res);

        bufferedWriter.newLine();

        bufferedReader.close();

        bufferedWriter.close();

    }

}

**JAVA STRING INTRODUCTION**

***This exercise is to test your understanding of Java Strings. A sample String declaration:***

***String myString = "Hello World!"***

***The elements of a String are called characters. The number of characters in a String is called the length, and it can be retrieved with the String.length() method.***

***Given two strings of lowercase English letters,A  and B, perform the following operations:***

1. ***Sum the lengths of A  and B.***
2. ***Determine if A is lexicographically larger than  B(i.e.: does B  come before A in the dictionary?).***
3. ***Capitalize the first letter in  A and B  and print them on a single line, separated by a space.***

**Input Format:**

***The first line contains a string A . The second line contains another string B . The strings are comprised of only lowercase English letters.***

**Output Format:**

***There are three lines of output:  
For the first line, sum the lengths of  A and B.  
For the second line, write Yes if A is lexicographically greater than B  otherwise print No instead.  
For the third line, capitalize the first letter in both A and B  and print them on a single line, separated by a space.***

**Sample Input 0 :**

***hello***

***java***

**Sample Output 0:**

***9***

***No***

***Hello Java***

**Explanation 0:**

***String  A is "hello" and B is "java".***

***A  has a length of 5 , and B has a length of 4; the sum of their lengths is 9.  
When sorted alphabetically/lexicographically, "hello" precedes "java"; therefore, A  is not greater than B  and the answer is No.***

***When you capitalize the first letter of both A  and B  and then print them separated by a space, you get "Hello Java".***

**CODE:**

import java.io.\*;

import java.util.\*;

public class Solution {

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

String A=sc.next();

String B=sc.next();

int sum=(A.length()+B.length());

System.out.println(sum);

int n=A.compareTo(B);

if(n>0)

System.out.println("Yes");

else

System.out.println("No");

A = Character.toUpperCase(A.charAt(0)) + A.substring(1).toLowerCase();

B = Character.toUpperCase(B.charAt(0)) + B.substring(1).toLowerCase();

System.out.print(A + " " + B);

**JAVA SUBSTRING**

***Given a string,s , and two indices, start  and end, print a***[***substring***](https://en.wikipedia.org/wiki/Substring)***consisting of all characters in the inclusive range from start to end-1 . You'll find the*String*class'***[***substring method***](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html#substring-int-int-)***helpful in completing this challenge.***

**Input Format:**

***The first line contains a single string denoting s.  
The second line contains two space-separated integers denoting the respective values of  start and end .***

**Constraints:**

* ***1<=|s|<=100***
* ***0<=start<end<=n***
* ***String s  consists of English alphabetic letters (i.e.,[a-z A-Z] ) only.***

**Output Format:**

***Print the substring in the inclusive range from start  to end-1 .***

**Sample Input:**

***Helloworld***

***3 7***

**Sample Output:**

***Lowo***

**Explanation:**

***In the diagram below, the substring is highlighted in*green*:***

***![substring.png](data:image/png;base64,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)***

**CODE:**

import java.io.\*;

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

public static void main(String[] args) {

Scanner in = new Scanner(System.in);

String S = in.next();

int start = in.nextInt();

int end = in.nextInt();

System.out.println(S.substring(start,end));

}

}

**JAVA SUBSTRING COMPARISIONS**

***We define the following terms:***

* [***Lexicographical Order***](https://en.wikipedia.org/wiki/Lexicographical_order)***, also known as*alphabetic*or*dictionary*order, orders characters as follows:***
* ***A<B<…….<Y<Z<a<b<……..<y<z***

***For example, ball < cat, dog < dorm, Happy < happy, Zoo < ball.***

* ***A***[***substring***](https://en.wikipedia.org/wiki/Substring)***of a string is a contiguous block of characters in the string. For example, the substrings of abc are a, b, c, ab, bc, and abc.***

***Given a string,s , and an integer,k , complete the function so that it finds the lexicographically*smallest*and*largest*substrings of length  k.***

**Function Description:**

***Complete the*getSmallestAndLargest*function in the editor below.***

**getSmallestAndLargest*has the following parameters:***

* **string s:*a string***
* **int k:*the length of the substrings to find***

**Returns:**

* **string:*the string ' + "\n" + ' where and are the two substrings***

**Input Format:**

***The first line contains a string denoting s.  
The second line contains an integer denoting k.***

**Constraints:**

* ***1<=|s|<=1000***
* ***s consists of English alphabetic letters only (i.e., [a-zA-Z]).***

**Sample Input 0:**

***welcometojava***

***3***

**Sample Output 0:**

***ava***

***wel***

**Explanation 0:**

***String s=”welcometojava”  has the following lexicographically-ordered substrings of length k=3 :***

***[“ava”,”com”,”ele”,”eto”,”jav”,”lco”,”met”,”oja”…]***

***We then return the first (lexicographically smallest) substring and the last (lexicographically largest) substring as two newline-separated values (i.e., ava\nwel).***

***The stub code in the editor then prints ava as our first line of output and wel as our second line of output.***

**CODE:**

import java.util.Scanner;

public class Solution{

public static String getSmallestAndLargest(String s, int k) {

String str=s.substring(0,k);

String smallest = str;

String largest = str;

for(int i=1;i<=s.length()-k;i++)

{

str=s.substring(i,i+k);

if(str.compareTo(smallest)<0)

smallest=str;

if(str.compareTo(largest)>0)

largest=str;

}

/\*String smallest = "";

String largest = "";

SortedSet<String> S1=new TreeSet<String>();

for(int i=1;i<=s.length()-k;i++)

{

S1.add(s.substring(i,i+k));

}

smallest=S1.first();

largest=S1.last();\*/

return smallest + "\n" + largest;

}

 public static void main(String[] args) {

        Scanner scan = new Scanner(System.in);

        String s = scan.next();

        int k = scan.nextInt();

        scan.close();

        System.out.println(getSmallestAndLargest(s, k));

    }

}

**JAVA STRING REVERSE**

***A palindrome is a word, phrase, number, or other sequence of characters which reads the same backward or forward.***

***Given a string A , print Yes if it is a palindrome, print No otherwise.***

***Constraints***

* ***A  will consist at most  lower case 50 english letters.***

***Sample Input***

***madam***

***Sample Output***

***Yes***

**CODE:**

import java.io.\*;

import java.util.\*;

public class Solution {

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

String A=sc.next();

String rev="";

/\* Enter your code here. Print output to STDOUT. \*/

for(int i=A.length()-1;i>=0;i--)

{

rev=rev+A.charAt(i);

}

if(A.equals(rev))

System.out.println("Yes");

else

System.out.println("No");

}

}

**JAVA ANAGRAMS**

***Two strings, a  and b, are called anagrams if they contain all the same characters in the same frequencies. For this challenge, the test is not case-sensitive. For example, the anagrams of CAT are CAT, ACT, tac, TCA, aTC, and CtA.***

***Function Description***

***Complete the isAnagram function in the editor.***

***isAnagram has the following parameters:***

* ***string a: the first string***
* ***string b: the second string***

**Returns:**

* ***boolean: If  a and  are b case-insensitive anagrams, return true. Otherwise, return false.***

**Input Format:**

***The first line contains a string a .  
The second line contains a string b .***

**Constraints:**

* ***1<=length(a),length(b)<=50***
* ***Strings a  and b consist of English alphabetic characters.***
* ***The comparison should NOT be case sensitive.***

**Sample Input 0:**

***anagram***

***margana***

**Sample Output 0:**

***Anagrams***

**Explanation 0:**

| ***Character*** | ***Frequency: anagram*** | ***Frequency: margana*** |
| --- | --- | --- |
| ***A or a*** | ***3*** | ***3*** |
| ***G or g*** | ***1*** | ***1*** |
| ***N or n*** | ***1*** | ***1*** |
| ***M or m*** | ***1*** | ***1*** |
| ***R or r*** | ***1*** | ***1*** |

***The two strings contain all the same letters in the same frequencies, so we print "Anagrams".***

**Sample Input 1:**

***anagramm***

***marganaa***

**Sample Output 1:**

***Not Anagrams***

**Explanation 1:**

| ***Character*** | ***Frequency: anagramm*** | ***Frequency: marganaa*** |
| --- | --- | --- |
| ***A or a*** | ***3*** | ***4*** |
| ***G or g*** | ***1*** | ***1*** |
| ***N or n*** | ***1*** | ***1*** |
| ***M or m*** | ***2*** | ***1*** |
| ***R or r*** | ***1*** | ***1*** |

***The two strings don't contain the same number of a's and m's, so we print "Not Anagrams".***

**Sample Input 2:**

***Hello***

***hello***

**Sample Output 2:**

***Anagrams***

**Explanation 2:**

| ***Character*** | ***Frequency: Hello*** | ***Frequency: hello*** |
| --- | --- | --- |
| ***E or e*** | ***1*** | ***1*** |
| ***H or h*** | ***1*** | ***1*** |
| ***L or l*** | ***2*** | ***2*** |
| ***O or o*** | ***1*** | ***1*** |

***The two strings contain all the same letters in the same frequencies, so we print "Anagrams".***

**CODE:**

import java.util.Scanner;

public class Solution {

static boolean isAnagram(String a, String b) {

a = a.toLowerCase();

b = b.toLowerCase();

if(a.length()==b.length())

{

char[] Cs1 = a.toCharArray();

char[] Cs2 = b.toCharArray();

java.util.Arrays.sort(Cs1);

java.util.Arrays.sort(Cs2);

if(java.util.Arrays.equals(Cs1, Cs2))

return true;

}

return false;

}

 public static void main(String[] args) {

        Scanner scan = new Scanner(System.in);

        String a = scan.next();

        String b = scan.next();

        scan.close();

        boolean ret = isAnagram(a, b);

        System.out.println( (ret) ? "Anagrams" : "Not Anagrams" );

    }

}

**JAVA USERNAME REGULAR EXPRESSION**

***You are updating the username policy on your company's internal networking platform. According to the policy, a username is considered valid if all the following constraints are satisfied:***

* ***The username consists of  8  to 30 characters inclusive. If the username consists of less than  8 or greater than 30 characters, then it is an invalid username.***
* ***The username can only contain alphanumeric characters and underscores (\_). Alphanumeric characters describe the character set consisting of lowercase characters [a-z], uppercase characters[A-Z] , and digits [0-9].***
* ***The first character of the username must be an alphabetic character, i.e., either lowercase character [a-z]  or uppercase character [A-Z] .***

**For example:**

| ***Username*** | ***Validity*** |
| --- | --- |
| ***Julia*** | ***INVALID; Username length < 8 characters*** |
| ***Samantha*** | ***VALID*** |
| ***Samantha\_21*** | ***VALID*** |
| ***1Samantha*** | ***INVALID; Username begins with non-alphabetic character*** |
| ***Samantha?10\_2A*** | ***INVALID; '?' character not allowed*** |

***Update the value of regularExpression field in the UsernameValidator class so that the regular expression only matches with valid usernames.***

**Input Format:**

***The first line of input contains an integer , describing the total number of usernames. Each of the next  lines contains a string describing the username. The locked stub code reads the inputs and validates the username.***

**Constraints:**

* ***1<=n<=100***
* ***The username consists of any printable characters.***

**Output Format:**

***For each of the usernames, the locked stub code prints Valid if the username is valid; otherwise Invalid each on a new line.***

**Sample Input 0:**

***8***

***Julia***

***Samantha***

***Samantha\_21***

***1Samantha***

***Samantha?10\_2A***

***JuliaZ007***

***Julia@007***

***\_Julia007***

**Sample Output 0:**

***Invalid***

***Valid***

***Valid***

***Invalid***

***Invalid***

***Valid***

***Invalid***

***Invalid***

**Explanation 0:**

***Refer diagram in the challenge statement.***

**CODE:**

import java.util.Scanner;

class UsernameValidator {

public static final String regularExpression = "^[a-zA-Z]\\w{7,29}$";

}

public class Solution {

    private static final Scanner scan = new Scanner(System.in);

    public static void main(String[] args) {

        int n = Integer.parseInt(scan.nextLine());

        while (n-- != 0) {

            String userName = scan.nextLine();

            if (userName.matches(UsernameValidator.regularExpression))   {

                System.out.println("Valid");

            }

else

{

                System.out.println("Invalid");

            }

        }

    }

}

**JAVA PRIMALITY TEST**

***A prime number is a natural number greater than 1 whose only positive divisors are 1  and itself. For example, the first six prime numbers are 2,3,5,7,11 and 13.***

***Given a large integer, n, use the Java BigInteger class' [isProbablePrime](https://docs.oracle.com/javase/7/docs/api/java/math/BigInteger.html" \l "isProbablePrime%28int%29) method to determine and print whether it's prime or not prime.***

**Input Format:**

***A single line containing an integer, n (the number to be checked).***

**Constraints:**

* ***n contains at most 100  digits.***

**Output Format:**

***If n  is a prime number, print prime; otherwise, print not prime.***

**Sample Input:**

***13***

**Sample Output:**

***prime***

**Explanation:**

***The only positive divisors of 13  are 1  and 13, so we print prime.***

**CODE:**

import java.io.\*;

import java.math.\*;

import java.security.\*;

import java.text.\*;

import java.util.\*;

import java.util.concurrent.\*;

import java.util.regex.\*;

public class Solution {

public static void main(String[] args) throws IOException {

//BufferedReader bufferedReader = new BufferedReader(new InputStreamReader(System.in));

Scanner sc=new Scanner(System.in);

// String n = bufferedReader.readLine();

BigInteger n=new BigInteger(sc.next());

System.out.println(n.isProbablePrime(20)?"prime":"not prime");

sc.close();

}

}

**JAVA BIGINTEGER**

***In this problem, you have to add and multiply huge numbers! These numbers are so big that you can't contain them in any ordinary data types like a long integer.***

***Use the power of Java's BigInteger class and solve this problem.***

**Input Format:**

***There will be two lines containing two numbers, a and b.***

**Constraints:**

***a  and b  are non-negative integers and can have maximum  200 digits.***

**Output Format:**

***Output two lines. The first line should contain a+b , and the second line should contain axb . Don't print any leading zeros.***

**Sample Input:**

***1234***

***20***

**Sample Output:**

***1254***

***24680***

***Explanation***

***1234+20=1254***

***1234\*20=24680***

**CODE:**

import java.io.\*;

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

    public static void main(String[] args) {

       Scanner sc=new Scanner(System.in);

       String a=sc.nextLine();

       String b=sc.nextLine();

        BigInteger x= new BigInteger(a);

         BigInteger y= new BigInteger(b);

         System.out.println(x.add(y));

        System.out.println(x.multiply(y));

        sc.close();

    }

}

**JAVA 1D ARRAY**

***An array is a simple data structure used to store a collection of data in a contiguous block of memory. Each element in the collection is accessed using an index, and the elements are easy to find because they're stored sequentially in memory.***

***Because the collection of elements in an array is stored as a big block of data, we typically use arrays when we know exactly how many pieces of data we're going to have. For example, you might use an array to store a list of student ID numbers, or the names of state capitals. To create an array of integers named myArray  that can hold four integer values, you would write the following code:***

***int[] myArray = new int[4];***

***This sets aside a block of memory that's capable of storing 4 integers. Each integer storage cell is assigned a unique index ranging from  0 to one less than the size of the array, and each cell initially contains a 0 . In the case of myArray , we can store integers at indices 0 ,1 ,2 , and 3. Let's say we wanted the last cell to store the number 12 ; to do this, we write:***

***myArray[3] = 12;***

***Similarly, we can print the contents of the last cell with the following code:***

***System.out.println(myArray[3]);***

***The code above prints the value stored at index 3 of myArray , which is 12  (the value we previously stored there). It's important to note that while Java initializes each cell of an array of integers with a , not all languages do this.***

**Task:**

***The code in your editor does the following:***

1. ***Reads an integer from stdin and saves it to a variable,n , denoting some number of integers.***
2. ***Reads n  integers corresponding to a0,a1,….,an-1  from stdin and saves each integer ai  to a variable,val, .***
3. ***Attempts to print each element of an array of integers named a .***

***Write the following code in the unlocked portion of your editor:***

1. ***Create an array,a , capable of holding n  integers.***
2. ***Modify the code in the loop so that it saves each sequential value to its corresponding location in the array. For example, the first value must be stored in  a0, the second value must be stored in a1, and so on.***

***Good luck!***

**Input Format:**

***The first line contains a single integer,n , denoting the size of the array.  
Each line i of the n  subsequent lines contains a single integer denoting the value of element ai .***

**Output Format:**

***You are not responsible for printing any output to stdout. Locked code in the editor loops through array a  and prints each sequential element on a new line*.**

**Sample Input:**

***5***

***10***

***20***

***30***

***40***

***50***

**Sample Output:**

***10***

***20***

***30***

***40***

***50***

**Explanation:**

***When we save each integer to its corresponding index in a , we get a=[10,20,30,40,50] . The locked code prints each array element on a new line from left to right.***

**CODE:**

import java.util.\*;

public class Solution {

    public static void main(String[] args) {

        Scanner scan = new Scanner(System.in);

        int n=scan.nextInt();

int[] a=new int[n];

for(int i=0;i<n;i++)

{

    a[i]=scan.nextInt();

}

        scan.close();

        // Prints each sequential element in array a

        for (int i = 0; i < a.length; i++) {

            System.out.println(a[i]);

        }

    }

}

**JAVA ARRAYLIST**

***Sometimes it's better to use dynamic size arrays. Java's [Arraylist](https://docs.oracle.com/javase/7/docs/api/java/util/ArrayList.html) can provide you this feature. Try to solve this problem using Arraylist.***

***You are given n lines. In each line there are zero or more integers. You need to answer a few queries where you need to tell the number located in yth  position of xth line.***

***Take your input from System.in.***

**Input Format: *The first line has an integer. In each of the next n lines there will be an integer d denoting number of integers on that line and then there will be d  space-separated integers. In the next line there will be an integer q  denoting number of queries. Each query will consist of two integers  x and y .***

**Constraints:**

* ***1<=n<=20000***
* ***0<=d<=50000***
* ***1<=q<=1000***
* ***1<=x<=n***

***Each number will fit in signed integer.  
Total number of integers in  n lines will not cross 105 .***

**Output Format: *In each line, output the number located in yth  position of xth  line. If there is no such position, just print "ERROR!"***

**Sample Input:**

***5***

***5 41 77 74 22 44***

***1 12***

***4 37 34 36 52***

***0***

***3 20 22 33***

***5***

***1 3***

***3 4***

***3 1***

***4 3***

***5 5***

**Sample Output:**

***74***

***52***

***37***

***ERROR!***

***ERROR!***

**Explanation:**

***The diagram below explains the queries:***
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**CODE:**

import java.io.\*;

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

public static void main(String[] args) {

ArrayList[] ar=new ArrayList[20000];

Scanner sc =new Scanner(System.in);

int n=sc.nextInt();

for(int i=0;i<n;i++)

{

ar[i]=new ArrayList();

int d=sc.nextInt();

for(int j=0;j<d;j++)

{

int value=sc.nextInt();

ar[i].add(value);

}

} int query=sc.nextInt();

for(int i=1;i<=query;i++)

{

int row=sc.nextInt();

int col=sc.nextInt();

try{

System.out.println(ar[row-1].get(col-1));

}

catch(Exception e)

{

System.out.println("ERROR!");

}

}

}

}

**JAVA LIST**

***For this problem, we have 2 types of queries you can perform on a***[***List***](https://docs.oracle.com/javase/7/docs/api/java/util/List.html)***:***

1. ***Insert y at index x :***
2. ***Insert***

***x y***

1. ***Delete the element at index x :***
2. ***Delete***

***x***

***Given a list, L, of N integers, perform Q queries on the list. Once all queries are completed, print the modified list as a single line of space-separated integers*.**

**Input Format:**

***The first line contains an integer, N (the initial number of elements in L ).  
The second line contains N space-separated integers describing L .  
The third line contains an integer,Q  (the number of queries).  
The 2Q  subsequent lines describe the queries, and each query is described over two lines:***

* ***If the first line of a query contains the String Insert, then the second line contains two space separated integers x,y , and the value y  must be inserted into L  at index x .***
* ***If the first line of a query contains the String Delete, then the second line contains index x , whose element must be deleted from L .***

**Constraints:**

* ***1<=N<=4000***
* ***1<=Q<=4000***
* ***Each element in is a*32-bit integer*.***

**Output Format:**

***Print the updated list L  as a single line of space-separated integers.***

**Sample Input:**

***5***

***12 0 1 78 12***

***2***

***Insert***

***5 23***

***Delete***

***0***

***Sample Output***

***0 1 78 12 23***

**Explanation:**

***L=[12,0,1,78,12]***

***Q1= Insert 23 at index 5 .***

***L0=[12,0,1,78,12,23]  
Q1= Delete the element at index 0 .  
L1=[0,1,78,12,23]***

***Having performed all Q  queries, we print L1  as a single line of space-separated integers.***

**CODE:**

import java.io.\*;

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

    public static void main(String[] args) {

        /\* Enter your code here. Read input from STDIN. Print output to STDOUT. Your class should be named Solution. \*/

        Scanner sc=new Scanner(System.in);

        int n=sc.nextInt();

        ArrayList<Integer> ar=new ArrayList<>();

        for(int i=0; i<n; i++)

        {

            int element=sc.nextInt();

            ar.add(element);

        }

        int q=sc.nextInt();

        for(int i=0; i<q; i++)

        {

             String query=sc.next();

            if(query.equals("Insert")){

            int x=sc.nextInt();

            int y=sc.nextInt();

            ar.add(x,y);

            }

            else{

                int z=sc.nextInt();

                ar.remove(z);

            }

        }

        /\*for(int i=0; i<ar.size(); i++)

        {

            System.out.println(ar);

        }\*/

        Iterator<Integer> it=ar.iterator();

        while(it.hasNext())

        {

            System.out.print(it.next()+" ");

        }

    }

}

**JAVA STACK**

***In computer science, a stack or LIFO (last in, first out) is an abstract data type that serves as a collection of elements, with two principal operations: push, which adds an element to the collection, and pop, which removes the last element that was added.(Wikipedia)***

***A string containing only parentheses is balanced if the following is true: 1. if it is an empty string 2. if A and B are correct, AB is correct, 3. if A is correct, (A) and {A} and [A] are also correct.***

***Examples of some correctly balanced strings are: "{}()", "[{()}]", "({()})"***

***Examples of some unbalanced strings are: "{}(", "({)}", "[[", "}{" etc.***

***Given a string, determine if it is balanced or not.***

**Input Format:**

***There will be multiple lines in the input file, each having a single non-empty string. You should read input till end-of-file.***

***The part of the code that handles input operation is already provided in the editor.***

**Output Format:**

***For each case, print 'true' if the string is balanced, 'false' otherwise.***

**Sample Input:**

***{}()***

***({()})***

***{}(***

***[]***

**Sample Output:**

***true***

***true***

***false***

***true***

**CODE:**

import java.util.\*;

class Solution{

public static void main(String []argh)

{

Scanner sc = new Scanner(System.in);

while (sc.hasNext()) {

String input=sc.next();

System.out.println(isvalid(input));

}

}

public static boolean isvalid(String s)

{

Stack<Character> st=new Stack<Character>();

int length=s.length();

int i;

for( i=0;i<length;i++)

{

char ch=s.charAt(i);

if(ch=='('|| ch=='{'|| ch=='[')

st.push(ch);

else if(st.isEmpty())

return false;

else if(st.peek()=='(' && ch==')')

st.pop();

else if(st.peek()=='{' && ch=='}')

st.pop();

else if(st.peek()=='[' && ch==']')

st.pop();

else

break;

}

if(i==length && st.isEmpty())

return true;

else

return false;

}

}

**JAVA STACK**

***In computer science, a stack or LIFO (last in, first out) is an abstract data type that serves as a collection of elements, with two principal operations: push, which adds an element to the collection, and pop, which removes the last element that was added.(Wikipedia)***

***A string containing only parentheses is balanced if the following is true: 1. if it is an empty string 2. if A and B are correct, AB is correct, 3. if A is correct, (A) and {A} and [A] are also correct.***

***Examples of some correctly balanced strings are: "{}()", "[{()}]", "({()})"***

***Examples of some unbalanced strings are: "{}(", "({)}", "[[", "}{" etc.***

***Given a string, determine if it is balanced or not.***

**Input Format:**

***There will be multiple lines in the input file, each having a single non-empty string. You should read input till end-of-file.***

***The part of the code that handles input operation is already provided in the editor.***

**Output Format:**

***For each case, print 'true' if the string is balanced, 'false' otherwise.***

**Sample Input:**

***{}()***

***({()})***

***{}(***

***[]***

**Sample Output:**

***true***

***true***

***false***

***true***

**CODE:**

import java.util.\*;

class Solution{

public static void main(String []argh)

{

Scanner sc = new Scanner(System.in);

while (sc.hasNext()) {

String input=sc.next();

System.out.println(isvalid(input));

}

}

public static boolean isvalid(String s)

{

Stack<Character> st=new Stack<Character>();

int length=s.length();

int i;

for( i=0;i<length;i++)

{

char ch=s.charAt(i);

if(ch=='('|| ch=='{'|| ch=='[')

st.push(ch);

else if(st.isEmpty())

return false;

else if(st.peek()=='(' && ch==')')

st.pop();

else if(st.peek()=='{' && ch=='}')

st.pop();

else if(st.peek()=='[' && ch==']')

st.pop();

else

break;

}

if(i==length && st.isEmpty())

return true;

else

return false

}

}

**JAVA HASHSET**

***In computer science, a set is an abstract data type that can store certain values, without any particular order, and no repeated values(Wikipedia). {1,2,3} is an example of a set, but {1,2,2} is not a set. Today you will learn how to use sets in java by solving this problem.***

***You are given n  pairs of strings. Two pairs (a,b) and (c,d)  are identical if a=c  and b=d . That also implies (a,b)  is not same as (b,a) . After taking each pair as input, you need to print number of unique pairs you currently have.***

***Complete the code in the editor to solve this problem.***

**Input Format:**

***In the first line, there will be an integer T  denoting number of pairs. Each of the next  T lines will contain two strings seperated by a single space.***

**Constraints:**

* ***1<=T<=100000***
* ***Length of each string is atmost 5  and will consist lower case letters only.***

**Output Format:**

***Print  T lines. In the ith line, print number of unique pairs you have after taking  ith pair as input.***

**Sample Input:**

***5***

***john tom***

***john mary***

***john tom***

***mary anna***

***mary anna***

**Sample Output:**

***1***

***2***

***2***

***3***

***3***

**Explanation:**

* ***After taking the first input, you have only one pair: (john,tom)***
* ***After taking the second input, you have two pairs: (john, tom) and (john, mary)***
* ***After taking the third input, you still have two unique pairs.***
* ***After taking the fourth input, you have three unique pairs: (john,tom), (john, mary) and (mary, anna)***
* ***After taking the fifth input, you still have three unique pairs.***

**CODE:**

import java.io.\*;

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

 public static void main(String[] args) {

        Scanner s = new Scanner(System.in);

        int t = s.nextInt();

        String [] pair\_left = new String[t];

        String [] pair\_right = new String[t];

        for (int i = 0; i < t; i++) {

            pair\_left[i] = s.next();

            pair\_right[i] = s.next();

        }

HashSet<String> hs=new HashSet<>();

for(int i=0; i<t; i++)

{

  hs.add(pair\_left[i]+" "+pair\_right[i]);

  System.out.println(hs.size());

}

    }

}

**JAVA SORT**

***You are given a list of student information: ID, FirstName, and CGPA. Your task is to rearrange them according to their CGPA in decreasing order. If two student have the same CGPA, then arrange them according to their first name in alphabetical order. If those two students also have the same first name, then order them according to their ID. No two students have the same ID.***

***Hint: You can use comparators to sort a list of objects. See the***[***oracle docs***](http://docs.oracle.com/javase/tutorial/collections/interfaces/order.html)***to learn about comparators.***

**Input Format:**

***The first line of input contains an integer N , representing the total number of students. The next N  lines contains a list of student information in the following structure:***

***ID Name CGPA***

**Constraints:**

***3<=N<=1000***

***0<=ID<=100000***

***5<=|Name|<=30***

***0<=CGPA<=4.00***

***The name contains only lowercase English letters. The ID  contains only integer numbers without leading zeros. The*CGPA*will contain, at most, 2 digits after the decimal point.***

**Output Format:**

***After rearranging the students according to the above rules, print the first name of each student on a separate line.***

**Sample Input:**

***5***

***33 Rumpa 3.68***

***85 Ashis 3.85***

***56 Samiha 3.75***

***19 Samara 3.75***

***22 Fahim 3.76***

**Sample Output:**

***Ashis***

***Fahim***

***Samara***

***Samiha***

***Rumpa***

**CODE:**

import java.util.\*;

class Student{

private int id;

private String fname;

private double cgpa;

public Student(int id, String fname, double cgpa) {

super();

this.id = id;

this.fname = fname;

this.cgpa = cgpa;

}

public int getId() {

return id;

}

public String getFname() {

return fname;

}

public double getCgpa() {

return cgpa;

}

}

//Complete the code

public class Solution

{

public static void main(String[] args){

Scanner in = new Scanner(System.in);

int testCases = Integer.parseInt(in.nextLine());

List<Student> studentList = new ArrayList<Student>();

while(testCases>0){

int id = in.nextInt();

String fname = in.next();

double cgpa = in.nextDouble();

Student st = new Student(id, fname, cgpa);

studentList.add(st);

testCases--;

}

Collections.sort(studentList,Comparator.comparing(Student::getCgpa).reversed().thenComparing(Student::getFname).thenComparing(Student::getId));

for(Student st: studentList){

System.out.println(st.getFname());

}

}

}

**JAVA ITERATOR**

***Java Iterator class can help you to iterate through every element in a collection.* Here is a simple example:**

***import java.util.\*;***

***public class Example{***

***public static void main(String []args){***

***ArrayList mylist = new ArrayList();***

***mylist.add("Hello");***

***mylist.add("Java");***

***mylist.add("4");***

***Iterator it = mylist.iterator();***

***while(it.hasNext()){***

***Object element = it.next();***

***System.out.println((String)element);***

***}***

***}***

***}***

***In this problem you need to complete a method*func*. The method takes an*ArrayList*as input. In that*ArrayList*there is one or more integer numbers, then there is a special string "###", after that there are one or more other strings. A* sample ArrayList may look like this:**

***element[0]=>42***

***element[1]=>10***

***element[2]=>"###"***

***element[3]=>"Hello"***

***element[4]=>"Java"***

***You have to modify the*func*method by editing at most 2 lines so that the code only prints the elements after the special string "###". For the sample above the* output will be:**

***Hello***

***Java***

**Note:*The stdin doesn't contain the string*"###"*, it is added in the*main*method.***

***To restore the original code in the editor, click the top left icon on the editor and create a new buffer.***

**CODE:**

import java.util.\*;

public class Main{

   static Iterator func(ArrayList mylist){

      Iterator it=mylist.iterator();

      while(it.hasNext()){

         Object element = it.next();

if(element.equals("###"))//Hints: use instanceof operator

            break;

        }

      return it;

   }

   @SuppressWarnings({ "unchecked" })

   public static void main(String []args){

      ArrayList mylist = new ArrayList();

      Scanner sc = new Scanner(System.in);

      int n = sc.nextInt();

      int m = sc.nextInt();

      for(int i = 0;i<n;i++){

         mylist.add(sc.nextInt());

      }

      mylist.add("###");

      for(int i=0;i<m;i++){

         mylist.add(sc.next());

      }

      Iterator it=func(mylist);

      while(it.hasNext()){

         Object element = it.next();

         System.out.println((String)element);

      }

   }

}